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Figure 13.7 μcLinux/μclibc Software Architecture
module TimerM {
    provides {
        interface StdControl;
        interface Timer;
    }
    uses interface Clock as Clk;
} ...

class TimerC {
    provides {
        interface StdControl;
        interface Timer;
    }
}

implementation {
    components TimerM, HWClock;
    StdControl = TimerM.StdControl;
    Timer = TimerM.Timer;
    TimerM.Clk -> HWClock.Clock;
}
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Figure 13.10 Example TinyOS Application
unsigned char buffer_empty = true;
cyg_mutex_t mut_cond_var;
cyg_cond_t cond_var;

void thread_a( cyg_addrword_t index )
{
    while ( 1 ) { // run this thread forever
        // acquire data into the buffer ...
        // there is data in the buffer now
        buffer_empty = false;
        cyg_mutex_lock( &mut_cond_var );
        cyg_cond_signal( &cond_var );
        cyg_mutex_unlock( &mut_cond_var );
    }
}

void thread_b( cyg_addrword_t index )
{
    while ( 1 ) { // run this thread forever
        cyg_mutex_lock( &mut_cond_var );
        while ( buffer_empty == true ) cyg_cond_wait( &cond_var );
        // get the buffer data ...
        // set flag to indicate the data in the buffer has been processed
        buffer_empty = true;
        cyg_mutex_unlock( &mut_cond_var );
        // process the data in the buffer
    }
}